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**ANALISIS PRAKTEK MODUL 4**

1. Tentukan bagaimana algoritma BFS di atas dapat menentukan node ke 8, 6, dan 7  
    Algoritma BFS (Breadth-First Search) digunakan dalam kode di atas untuk menjelajahi graf berdasarkan tingkat jarak (level) dari node awal (n3) ke node-node lain dalam graf. Untuk menentukan jarak dari node n3 ke node 8, 6, dan 7, kita dapat melihat nilai atribut `distance` dari masing-masing node setelah menjalankan algoritma BFS.

Dalam hasil yang Anda berikan:

- Node 8 memiliki `distance` 3.

- Node 6 memiliki `distance` 2.

- Node 7 memiliki `distance` 3.

Ini berarti bahwa jarak dari node n3 ke node 8 adalah 3, jarak dari node n3 ke node 6 adalah 2, dan jarak dari node n3 ke node 7 adalah 3. Algoritma BFS secara efisien mencari jarak terpendek dalam graf dari node awal ke node-node lainnya.

Hasil ini didapatkan dengan mengikuti langkah-langkah berikut dalam algoritma BFS:

* Node n3 (awal) memiliki `distance` awal 0, dan kemudian kita menghitung jarak ke node tetangga dari n3 (yaitu n4, n2).
* Node n4 dan n2 memiliki `distance` awal yang ditetapkan sebagai `distance` n3 + 1, yaitu 1.
* Kemudian, kita menjelajahi lebih lanjut ke node-node tetangga dari n4 (yaitu n3, n5, n6) dan node tetangga dari n2 (yaitu n1, n3). `distance` dari node-node ini diperbarui sesuai dengan jarak dari node n3 (yang telah diubah) ditambah 1.
* Proses ini berlanjut hingga seluruh node dalam graf dijelajahi dan `distance` dari masing-masing node diperbarui sesuai dengan jarak terpendek dari node awal (n3).

Jadi, dengan menggunakan algoritma BFS, kita berhasil menentukan jarak dari node n3 ke node 8, 6, dan 7 sesuai dengan `distance` yang ditunjukkan dalam hasil yang Anda berikan.

**Hasil Praktek Simulasi :**
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1. Ubahlah method static void main sehingga bentuk tree seperti Gambar 4.4 dapat dibentuk.

Kemudian tentukan bagaimana algoritma BFS dapat menemukan node 5.

Dalam kode di atas, algoritma BFS digunakan untuk menjelajahi graf yang diwakili oleh adjacency list. Algoritma ini mencari node-node yang dapat dijangkau dari node awal (n1) dalam urutan yang mempertahankan tingkat jarak dari node awal. Untuk menentukan bagaimana algoritma BFS dapat menemukan node 5, kita dapat melihat langkah-langkah berikut:

* Awalnya, semua node diatur sebagai berwarna putih (WHITE), yang berarti mereka belum dijelajahi, jaraknya tak terbatas (Integer.MAX\_VALUE), dan belum memiliki predecesor.
* Algoritma dimulai dari node awal, yaitu n1. Node n1 diubah menjadi warna abu-abu (GRAY) yang menunjukkan bahwa sedang dalam proses penjelajahan, jaraknya diatur menjadi 0, dan predecesor diatur menjadi null.
* Node n1 kemudian dimasukkan ke dalam antrian (queue) `q` untuk diteruskan.
* Algoritma melanjutkan dengan mengeluarkan node n1 dari antrian. Kemudian, itu memeriksa tetangga-tetangga dari n1 yang belum dieksplorasi. Dalam kasus ini, n1 memiliki dua tetangga yang belum dijelajahi, yaitu n2 dan n3.
* Node n2 dan n3 dimasukkan ke dalam antrian dan diubah menjadi warna abu-abu. Jaraknya diperbarui sesuai dengan jarak dari n1 ditambah 1, sehingga menjadi 1. Predecesor mereka diatur sebagai n1.
* Algoritma kemudian melanjutkan dengan mengeluarkan n2 dari antrian dan memeriksa tetangga-tetangga n2 yang belum dijelajahi, yaitu n1, n4, dan n5.
* Node n4 dan n5 dimasukkan ke dalam antrian dan diubah menjadi warna abu-abu dengan jarak masing-masing adalah 2 dan predecesor adalah n2.
* Algoritma terus berlanjut dengan mengunjungi tetangga-tetangga n3 dan seterusnya hingga semua node yang dapat dijangkau telah dijelajahi.

Jadi, algoritma BFS menemukan node 5 (dan node-node lainnya) dengan mengikuti langkah-langkah penjelajahan dari node awal (n1) sesuai dengan tingkat jarak. Node 5 ditemukan setelah melewati node 1, node 2, dan node 4 dalam urutan yang mempertahankan jarak minimum. Node 5 ditemukan dengan jarak 2 dari node awal.

**Hasil Praktek Simulasi :**  
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1. Ubahlah method static void main sehingga bentuk tree seperti Gambar 4.5 dapat dibentuk.

Kemudian tentukan bagaimana algoritma BFS dapat menemukan node 9.

Dalam kode di atas, algoritma BFS digunakan untuk menjelajahi graf yang diwakili oleh adjacency list. Algoritma ini mencari node-node yang dapat dijangkau dari node awal (n1) dalam urutan yang mempertahankan tingkat jarak dari node awal. Untuk menentukan bagaimana algoritma BFS dapat menemukan node 9, kita dapat melihat langkah-langkah berikut:

* Awalnya, semua node diatur sebagai berwarna putih (WHITE), yang berarti mereka belum dijelajahi, jaraknya tak terbatas (Integer.MAX\_VALUE), dan belum memiliki predecesor.
* Algoritma dimulai dari node awal, yaitu n1. Node n1 diubah menjadi warna abu-abu (GRAY) yang menunjukkan bahwa sedang dalam proses penjelajahan, jaraknya diatur menjadi 0, dan predecesor diatur menjadi null.
* Node n1 kemudian dimasukkan ke dalam antrian (queue) `q` untuk diteruskan.
* Algoritma melanjutkan dengan mengeluarkan node n1 dari antrian. Kemudian, itu memeriksa tetangga-tetangga dari n1 yang belum dieksplorasi. Dalam kasus ini, n1 memiliki tiga tetangga yang belum dijelajahi, yaitu n2, n3, dan n4.
* Node n2, n3, dan n4 dimasukkan ke dalam antrian dan diubah menjadi warna abu-abu. Jarak mereka diperbarui sesuai dengan jarak dari n1 ditambah 1, sehingga menjadi 1. Predecesor mereka diatur sebagai n1.
* Algoritma kemudian melanjutkan dengan mengunjungi tetangga-tetangga n2, n3, dan n4 dan seterusnya hingga semua node yang dapat dijangkau telah dijelajahi.
* Node 9 ditemukan setelah melewati node 5 dalam urutan yang mempertahankan jarak minimum. Node 9 ditemukan dengan jarak 3 dari node awal (n1).

Jadi, algoritma BFS menemukan node 9 dengan mengikuti langkah-langkah penjelajahan dari node awal (n1) sesuai dengan tingkat jarak.

**Hasil Praktek Simulasi :**
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1. Ubahlah method static void main sehingga bentuk tree seperti Gambar 4.5 dapat dibentuk.

Kemudian tentukan bagaimana algoritma BFS dapat menemukan node 9.

Dalam kode di atas, algoritma BFS digunakan untuk menjelajahi graf yang diwakili oleh adjacency list. Algoritma ini mencari node-node yang dapat dijangkau dari node awal (n6) dalam urutan yang mempertahankan tingkat jarak dari node awal. Untuk menentukan bagaimana algoritma BFS dapat menemukan node 3, kita dapat melihat langkah-langkah berikut:

* Awalnya, semua node diatur sebagai berwarna putih (WHITE), yang berarti mereka belum dijelajahi, jaraknya tak terbatas (Integer.MAX\_VALUE), dan belum memiliki predecesor.
* Algoritma dimulai dari node awal, yaitu n6. Node n6 diubah menjadi warna abu-abu (GRAY) yang menunjukkan bahwa sedang dalam proses penjelajahan, jaraknya diatur menjadi 0, dan predecesor diatur menjadi null.
* Node n6 kemudian dimasukkan ke dalam antrian (queue) `q` untuk diteruskan.
* Algoritma melanjutkan dengan mengeluarkan node n6 dari antrian. Kemudian, itu memeriksa tetangga-tetangga dari n6 yang belum dieksplorasi. Dalam kasus ini, n6 memiliki dua tetangga yang belum dijelajahi, yaitu n2 dan n7.
* Node n2 dan n7 dimasukkan ke dalam antrian dan diubah menjadi warna abu-abu. Jarak mereka diperbarui sesuai dengan jarak dari n6 ditambah 1, sehingga menjadi 1. Predecesor mereka diatur sebagai n6.
* Algoritma kemudian melanjutkan dengan mengunjungi tetangga-tetangga n2 dan n7 dan seterusnya hingga semua node yang dapat dijangkau telah dijelajahi.

Node 3 ditemukan setelah melewati node 4 dalam urutan yang mempertahankan jarak minimum. Node 3 ditemukan dengan jarak 3 dari node awal (n6). Jadi, algoritma BFS menemukan node 3 dengan mengikuti langkah-langkah penjelajahan dari node awal (n6) sesuai dengan tingkat jarak.

**Hasil Praktek Simulasi :**
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**ANALISIS PRAKTEK MODUL 5**

1. Pelajari class EightPuzzleSearch, EightPuzzleSpace, dan Node.  
    Class EightPuzzleSearch merupakan implementasi algoritma pencarian pada masalah 8-Puzzle. Masalah 8-Puzzle adalah masalah permainan papan di mana kita harus menggerakkan ubin-ubin yang teracak pada sebuah papan 3x3 sehingga membentuk pola yang diinginkan. Dalam kasus ini, "0" mewakili ubin kosong yang dapat digerakkan.
   1. Class Node:

Class ini digunakan untuk merepresentasikan setiap simpul dalam pohon pencarian. Setiap simpul memiliki atribut sebagai berikut:

* `state`: Menyimpan konfigurasi papan permainan (dalam bentuk array 1 dimensi).
* `cost`: Menyimpan biaya atau nilai g(n) dari simpul ini.
* `parent`: Menyimpan referensi ke simpul induk dalam pohon pencarian.
* `successors`: Menyimpan daftar dari simpul-simpul anak.
* Terdapat metode `equals` untuk membandingkan apakah dua simpul memiliki konfigurasi yang sama.
* Metode `getPath` digunakan untuk mendapatkan jalur dari simpul awal hingga simpul ini.
  1. Class EightPuzzleSearch:
* Class ini berisi logika utama dari algoritma pencarian untuk menyelesaikan masalah 8-Puzzle.
* Terdapat dua metode heuristik yang dapat digunakan: `h1Cost` (menghitung jumlah ubin yang terbalik) dan `h2Cost` (menghitung jarak Manhattan antara ubin-ubin).
* Terdapat metode `hCost` yang dapat digunakan untuk memilih heuristik yang akan digunakan.
* Terdapat metode `getBestNode` untuk mendapatkan simpul dengan biaya terendah dari daftar simpul.
* Terdapat metode `getPreviousCost` untuk mendapatkan biaya dari simpul yang sama pada daftar terbuka atau tertutup.
* Metode `run` adalah metode utama yang menjalankan algoritma pencarian A\* untuk menemukan solusi.
* Terdapat metode `printPath` yang digunakan untuk mencetak jalur solusi ke layar.
* Metode `main` digunakan untuk memulai proses pencarian.
  1. Class EightPuzzleSpace:

Class ini mewakili ruang pencarian 8-Puzzle. Ini berisi aturan dan operasi yang berkaitan dengan masalah 8-Puzzle, seperti mendapatkan simpul awal dan simpul tujuan, serta menghasilkan daftar simpul suksesor.

Algoritma A\* digunakan dalam class EightPuzzleSearch untuk mencari solusi dengan menghitung nilai biaya f(n) dari setiap simpul, yang merupakan penjumlahan biaya sejauh ini (g(n)) dan estimasi biaya ke tujuan (h(n)) berdasarkan heuristik yang digunakan.

**Hasil Simulasi Praktek :**
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1. Ubahlah initial dan goal state dari program di atas sehingga bentuk initial dan goal statenya

Gambar 8. Kemudian tentukan langkah-langkah mana saja sehingga puzzlenya mencapai goal

state. Analisa dan bedakan dengan solusi pada point 1.

Untuk menentukan langkah-langkah yang diperlukan agar puzzle mencapai goal state, dapat melakukan pencarian solusi dengan menggunakan algoritma pencarian seperti A\* (A star) yang telah diimplementasikan dalam kode program EightPuzzleSearch di atas. Algoritma A\* adalah salah satu algoritma pencarian yang digunakan untuk menemukan solusi terpendek dari sebuah masalah.

Dalam kasus Eight Puzzle, dapat memulai dari initial state (getRoot()) dan mencari solusi dengan langkah-langkah berikut:

* Inisialisasi open list dengan node initial (root) dan closed list kosong.
* Ambil node terbaik dari open list berdasarkan nilai fungsi heuristik (hCost) yang lebih rendah.
* Periksa apakah node tersebut merupakan goal state. Jika iya, maka telah menemukan solusi dan dapat menghentikan pencarian.
* Jika node bukan goal state, ekspansi node tersebut untuk mendapatkan semua node potensi yang dapat dicapai dengan satu langkah.
* Periksa setiap node potensi yang dihasilkan dari ekspansi. Jika node tersebut belum ada dalam open list atau memiliki biaya yang lebih rendah dari node yang sama dalam open list, tambahkan node tersebut ke open list.
* Tandai node yang telah diekspansi sebagai sudah ditutup (closed) dan hapus dari open list.
* Ulangi langkah 2-6 hingga menemukan goal state atau tidak ada node lagi dalam open list.  
  **Hasil Praktek Simulasi :**
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1. Ubahlah initial dan goal state dari program di atas sehingga bentuk initial dan goal statenya

Gambar 5.9. Kemudian tentukan langkah-langkah mana saja sehingga puzzlenya mencapai

goal state. Analisa dan bedakan dengan solusi pada point 1 dan 2.

Algoritma ini mencari solusi dengan mengeksplorasi berbagai keadaan ubin (node) dan menggunakan heuristik (h1 atau h2) untuk menentukan prioritas penelusuran. Heuristik ini digunakan untuk memprediksi biaya yang diperlukan untuk mencapai goal state.

Langkah-langkah yang diambil oleh kode tersebut adalah:

* Inisialisasi initial state (getRoot) dan goal state (getGoal) dari teka-teki delapan ubin.
* Mencari jalur pencarian dari initial state ke goal state dengan menggunakan algoritma A\*.
* Menghitung biaya heuristik (hCost) untuk setiap node yang dieksplorasi. Heuristik ini dapat menggunakan metode h1 atau h2, di mana h1 menghitung berapa banyak ubin yang berbeda dengan goal state, sedangkan h2 mengukur jarak manhattan antara ubin-ubin dalam initial state dengan goal state.
* Menentukan node terbaik (getBestNode) untuk dieksplorasi selanjutnya berdasarkan biaya heuristik terendah.
* Mengeksplorasi node-node yang mungkin (getSuccessors) dari node saat ini dengan memindahkan ubin kosong ke atas, bawah, kanan, atau kiri jika memungkinkan.
* Memeriksa apakah solusi sudah ditemukan. Jika ya, maka pencarian berhenti.
* Jika solusi belum ditemukan, maka algoritma A\* akan terus mencari hingga menemukan solusi.

Untuk menganalisis langkah-langkah yang diperlukan untuk mencapai goal state, dapat menjalankan kode ini dengan initial state yang berbeda dan mengamati outputnya. Algoritma A\* akan mencari solusi dengan mengeksplorasi berbagai kombinasi langkah hingga mencapai goal state. Langkah-langkah yang diambil akan tergantung pada keadaan awal (initial state) dari teka-teki delapan ubin tersebut.

Perlu diingat bahwa algoritma A\* digunakan untuk menemukan solusi optimal dengan mempertimbangkan biaya heuristik. Langkah-langkah yang diambil dapat berbeda tergantung pada initial state dan goal state yang digunakan dalam teka-teki delapan ubin tersebut.

**Hasil Praktek Simulasi :**

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

1. Ubahlah initial dan goal state dari program di atas sehingga bentuk initial dan goal statenya

Gambar 5.10. Kemudian tentukan langkah-langkah mana saja sehingga puzzlenya mencapai

goal state. Analisa dan bedakan dengan solusi pada point 1, 2, dan 3.

Untuk menentukan langkah-langkah menuju goal state, perlu dilakukan analisis pada kode pertama, terutama pada metode `run()` yang merupakan inti dari algoritma pencarian A\*. Di dalam metode ini, program mencoba untuk menemukan solusi dengan melakukan ekspansi dari setiap node pada setiap iterasi.

Untuk setiap node yang diekspansi, langkah-langkah yang diambil untuk mencapai goal state adalah sebagai berikut:

* Program memilih node dengan biaya terkecil (cost) dari kumpulan node yang belum dieksplorasi.
* Jika node yang diekspansi adalah goal state, maka pencarian dihentikan dan solusi ditemukan.
* Jika node yang diekspansi bukan goal state, program akan menghasilkan node-node penerus dari node tersebut.
* Setiap node penerus akan dievaluasi dengan fungsi heuristik (dalam hal ini menggunakan h2Cost) dan biaya path dari root.
* Jika node penerus tidak ada di dalam kumpulan node yang belum dieksplorasi atau di dalam kumpulan node yang telah dieksplorasi, atau memiliki biaya path yang lebih rendah dari node yang ada di kumpulan node yang telah dieksplorasi, maka node penerus akan dimasukkan ke dalam kumpulan node yang belum dieksplorasi.
* Proses berlanjut hingga goal state ditemukan atau tidak ada node lagi yang bisa diekspansi.

Sementara itu, pada kode kedua (`EightPuzzleSpace`), terdapat definisi initial state dan goal state. Initial state adalah tata letak awal dari puzzle, sementara goal state adalah tata letak yang harus dicapai. Method `getSuccessors(Node parent)` digunakan untuk menghasilkan node-node penerus dari suatu node tertentu, yaitu node yang mungkin dicapai dari node tersebut dengan satu langkah.  
**Hasil Praktek Simulasi :**
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1. Ubahlah initial dan goal state dari program dan class-class di atas sehingga bentuk initial dan

goal statenya Gambar 5.11. Kemudian tentukan langkah-langkah mana saja sehingga puzzlenya mencapai goal state.  
**Hasil Praktek Simulasi :**Dalam Simulasi yang dilakukan berkaitan dengan mengubah initial dan goal state dari program dan class-class di atas sehingga bentuk initial dan goal statenya Gambar 5.11. tidak dapat diselesaikan karena proses running yang sangat lama.